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# Цели и задачи

1. Определите структуру Shipment (поля ID, From, To, Status)

2. Внутри main() жёстко задайте набор отправлений:

shipments\_company1 := []Shipment{

{"S1", "Warehouse A", "Client X", "shipped"},

{"S2", "Warehouse B", "Client Y", "in\_transit"},

{"S3", "Warehouse C", "Client Z", "delivered"},

{"S4", "Warehouse A", "Client W", "in\_transit"},

}

shipments\_company2 := []Shipment{

{"S5", "Warehouse D", "Client W", "in\_transit"},

{"S6", "Warehouse E", "Client X", "delivered"},

}

shipments\_company3 := []Shipment{

{"S7", "Warehouse A", "Client X", "shipped"},

{"S8", "Warehouse A", "Client Y", "in\_transit"},

{"S9", "Warehouse A", "Client Z", "in\_transit"},

}

3. Реализовать функцию AddShipments():

AddShipments превращает каждый Shipment из списка в JSON и добавляет в блокчейн.

Задачи:

• Перебор всех отправлений из list.

• Сериализацию через json.Marshal.

• Вызов bc.AddBlock с полученной JSON-строкой и validator.

4. Добавить в блокчейн запись shipments\_company1 используя первого валидатора из AuthorizedValidators, запись shipments\_company2 используя второго валидатора из AuthorizedValidators и запись shipments\_company3 используя неавторизованного валидатора.

5. Вернуть полученную цепочку блоков.

6. (По желанию). Реализовать функцию FindByStatus()

FindByStatus возвращает все блоки, где Shipment.Status == “in\_transit”.

Задачи:

* Перебрать каждый блок в bc.Chain.
* Распаковать JSON данных блока в Shipment.
* Сравнить поле s.Status с аргументом status.
* Вернуть все подходящие блоки со статусом “in\_transit”

# Ход работы

Модифицированный исходный код под выполнения задания представлен в листинге 1.

Листинг . Исходный код

|  |
| --- |
| package main  import (  "crypto/sha256"  "encoding/hex"  "encoding/json"  "errors"  "fmt"  "time"  )  type Shipment struct {  ID string `json:"id"`  From string `json:"from"`  To string `json:"to"`  Status string `json:"status"`  }  type Block struct {  Index uint64 `json:"index"`  Timestamp int64 `json:"timestamp"`  ShipmentData string `json:"shipment\_data"`  PrevHash string `json:"prev\_hash"`  Validator string `json:"validator"`  Hash string `json:"hash"`  }  func (b \*Block) ComputeHash() string {  record := fmt.Sprintf("%d%d%s%s%s", b.Index, b.Timestamp, b.ShipmentData, b.PrevHash, b.Validator)  sum := sha256.Sum256([]byte(record))  return hex.EncodeToString(sum[:])  }  var AuthorizedValidators = []string{"validator1\_pubkey", "validator2\_pubkey"}  func isAuthorized(val string) bool {  for \_, v := range AuthorizedValidators {  if v == val {  return true  }  }  return false  }  type Blockchain struct {  Chain []Block  }  func NewBlockchain() \*Blockchain {  genesis := Block{  Index: 0,  Timestamp: time.Now().Unix(),  ShipmentData: "genesis",  PrevHash: "0",  Validator: "system",  }  genesis.Hash = genesis.ComputeHash()  return &Blockchain{Chain: []Block{genesis}}  }  func (bc \*Blockchain) AddBlock(data, validator string) error {  if !isAuthorized(validator) {  return errors.New("validator not authorized")  }  prev := bc.Chain[len(bc.Chain)-1]  blk := Block{  Index: prev.Index + 1,  Timestamp: time.Now().Unix(),  ShipmentData: data,  PrevHash: prev.Hash,  Validator: validator,  }  blk.Hash = blk.ComputeHash()  bc.Chain = append(bc.Chain, blk)  return nil  }  func (bc \*Blockchain) IsValid() bool {  for i := 1; i < len(bc.Chain); i++ {  curr, prev := bc.Chain[i], bc.Chain[i-1]  if curr.PrevHash != prev.Hash || curr.Hash != curr.ComputeHash() {  return false  }  if !isAuthorized(curr.Validator) {  return false  }  }  return true  }  func (bc \*Blockchain) AddShipments(shipments []Shipment, validator string) error {  for \_, shipment := range shipments {  jsonData, err := json.Marshal(shipment)  if err != nil {  return err  }  err = bc.AddBlock(string(jsonData), validator)  if err != nil {  return err  }  }  return nil  }  func (bc \*Blockchain) FindByStatus(status string) []Block {  var result []Block  for \_, block := range bc.Chain {  if block.ShipmentData == "genesis" {  continue  }  var shipment Shipment  err := json.Unmarshal([]byte(block.ShipmentData), &shipment)  if err != nil {  continue  }  if shipment.Status == status {  result = append(result, block)  }  }  return result  }  func main() {  shipments\_company1 := []Shipment{  {"S1", "Warehouse A", "Client X", "shipped"},  {"S2", "Warehouse B", "Client Y", "in\_transit"},  {"S3", "Warehouse C", "Client Z", "delivered"},  {"S4", "Warehouse A", "Client W", "in\_transit"},  }  shipments\_company2 := []Shipment{  {"S5", "Warehouse D", "Client W", "in\_transit"},  {"S6", "Warehouse E", "Client X", "delivered"},  }  shipments\_company3 := []Shipment{  {"S7", "Warehouse A", "Client X", "shipped"},  {"S8", "Warehouse A", "Client Y", "in\_transit"},  {"S9", "Warehouse A", "Client Z", "in\_transit"},  }  bc := NewBlockchain()  fmt.Println("Genesis:", bc.Chain[0])  // Добавляем shipments\_company1 с первым валидатором  err := bc.AddShipments(shipments\_company1, AuthorizedValidators[0])  if err != nil {  fmt.Println("Error adding company1 shipments:", err)  }  // Добавляем shipments\_company2 со вторым валидатором  err = bc.AddShipments(shipments\_company2, AuthorizedValidators[1])  if err != nil {  fmt.Println("Error adding company2 shipments:", err)  }  // Добавляем shipments\_company3 с неавторизованным валидатором  err = bc.AddShipments(shipments\_company3, "bad\_validator")  if err != nil {  fmt.Println("Error adding company3 shipments:", err) // Ожидаемая ошибка  }  // вывод всей цепочки  out, \_ := json.MarshalIndent(bc.Chain, "", " ")  fmt.Println(string(out))  // Проверка валидности  fmt.Println("\nChain valid?", bc.IsValid())  // 6. Поиск блоков со статусом "in\_transit"  inTransitBlocks := bc.FindByStatus("in\_transit")  fmt.Println("\nBlocks with 'in\_transit' status:")  for \_, block := range inTransitBlocks {  fmt.Printf("Block %d: %s\n", block.Index, block.ShipmentData)  }  } |

Цепочка блоков после выполнения задания представлена на рис. 1 и листинг 2.

Листинг 2. Результат добавления перевозок

|  |
| --- |
| Error adding company3 shipments: validator not authorized  [  {  "index": 0,  "timestamp": 1745778385,  "shipment\_data": "genesis",  "prev\_hash": "0",  "validator": "system",  "hash": "a8575caac2a87285855dad35b4a300c37ab2e5d637753592de660eed2525450f"  },  {  "index": 1,  "timestamp": 1745778385,  "shipment\_data": "{\"id\":\"S1\",\"from\":\"Warehouse A\",\"to\":\"Client X\",\"status\":\"shipped\"}",  "prev\_hash": "a8575caac2a87285855dad35b4a300c37ab2e5d637753592de660eed2525450f",  "validator": "validator1\_pubkey",  "hash": "6296a6fa6f3da933710df00a4e2b4f5b93573541a31ca5c804e74796805fd8c0"  },  {  "index": 2,  "timestamp": 1745778385,  "shipment\_data": "{\"id\":\"S2\",\"from\":\"Warehouse B\",\"to\":\"Client Y\",\"status\":\"in\_transit\"}",  "prev\_hash": "6296a6fa6f3da933710df00a4e2b4f5b93573541a31ca5c804e74796805fd8c0",  "validator": "validator1\_pubkey",  "hash": "ec4686b0448c5f65d45bef2c1788a6ed413001094b77e9a465740cd140c8dbfd"  },  {  "index": 3,  "timestamp": 1745778385,  "shipment\_data": "{\"id\":\"S3\",\"from\":\"Warehouse C\",\"to\":\"Client Z\",\"status\":\"delivered\"}",  "prev\_hash": "ec4686b0448c5f65d45bef2c1788a6ed413001094b77e9a465740cd140c8dbfd",  "validator": "validator1\_pubkey",  "hash": "687c90168a6e0b902fe967e598ab889c026d1ffa6559dcb6d706ce3b4e94ec21"  },  {  "index": 4,  "timestamp": 1745778385,  "shipment\_data": "{\"id\":\"S4\",\"from\":\"Warehouse A\",\"to\":\"Client W\",\"status\":\"in\_transit\"}",  "prev\_hash": "687c90168a6e0b902fe967e598ab889c026d1ffa6559dcb6d706ce3b4e94ec21",  "validator": "validator1\_pubkey",  "hash": "bf6b5e30ad50d6aa2d8bca3acdb563a358415487fc37308ae440eb4caa268049"  },  {  "index": 5,  "timestamp": 1745778385,  "shipment\_data": "{\"id\":\"S5\",\"from\":\"Warehouse D\",\"to\":\"Client W\",\"status\":\"in\_transit\"}",  "prev\_hash": "bf6b5e30ad50d6aa2d8bca3acdb563a358415487fc37308ae440eb4caa268049",  "validator": "validator2\_pubkey",  "hash": "d93253fe0ec1642481d062d0cb4564150dbd38bddf3557a56cb23479e820161a"  },  {  "index": 6,  "timestamp": 1745778385,  "shipment\_data": "{\"id\":\"S6\",\"from\":\"Warehouse E\",\"to\":\"Client X\",\"status\":\"delivered\"}",  "prev\_hash": "d93253fe0ec1642481d062d0cb4564150dbd38bddf3557a56cb23479e820161a",  "validator": "validator2\_pubkey",  "hash": "dd2b7c67a806d39cab04b4a8d5b70ee34ffee0d931901c2218f3d4374ffeff7d"  }  ]  Chain valid? true |

![](data:image/png;base64,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)

Рисунок . Результат выполнения поиска

# Вывод

В ходе выполнения лабораторной работы были получены навыки взаимодействия с технологии блокчейн и программного взаимодействия с ней.